**目标：**

* 了解光流的概念及 Lucas-Kanade 光流法。
* 使用cv.calcOpticalFlowPyrLK()函数来跟踪视频中的特征点。

## api：

**稀疏光流Lucas-Kanade Optical Flow**

nextPts, status, err = cv.calcOpticalFlowPyrLK( prevImg, nextImg, prevPts, nextPts[, status[, err[, winSize[, maxLevel[, criteria[, flags[, minEigThreshold]]]]]]] )

**稠密光流Dense Optical Flow**

flow = cv.calcOpticalFlowFarneback( prev, next, flow, pyr\_scale, levels, winsize, iterations, poly\_n, poly\_sigma, flags)

**光流**

由于目标对象或者摄像机的移动造成的图像对象在连续两帧图像中的移动被称为光流。它是一个 2D 向量场，可以用来表示一个点从第一帧图像到第二帧图像之间的移动。如下图所示。 [![image6](data:image/jpeg;base64,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)](https://camo.githubusercontent.com/699b9a29b4c0bbdb5e6b371d626e239fd50a17616e7f5317eb95802ff3e031d6/68747470733a2f2f646f63732e6f70656e63762e6f72672f342e302e302f6f70746963616c5f666c6f775f6261736963312e6a7067)

上图显示了一个球在连续的五帧图像间的移动。箭头表示其位移向量。光流在很多领域中都很有用：

* 由运动重建结构
* 视频压缩
* 视频防抖

光流是基于以下假设下工作的：

1. 在连续的两帧图像之间，目标对象的像素的灰度值不改变。
2. 相邻像素具有相似的运动。

考虑第一帧中的像素 $$ I(x,y,t) ，它在时间之后移动距离，它在𝑑𝑡时间之后移动距离 (dx,dy) $$。根据第一条假设：灰度值不变。所以我们可以得到：

𝐼(𝑥,𝑦,𝑡)=𝐼(𝑥+𝑑𝑥,𝑦+𝑑𝑦,𝑡+𝑑𝑡)

然后对等号右侧采用泰勒级数展开，删除相同项并两边除以dt得到以下等式：

𝑓𝑥𝑢+𝑓𝑦𝑣+𝑓𝑡=0;

其中：

𝑓𝑥=𝜕𝑓𝜕𝑥;;;𝑓𝑦=𝜕𝑓𝜕𝑦

𝑢=𝑑𝑥𝑑𝑡;;;𝑣=𝑑𝑦𝑑𝑡

上边的公式叫做光流方程。其中 $$ f\_x $$ 和 $$ f\_y $$ 是图像梯度，同样 $$ f\_t $$ 是时间方向的梯度。但（u，v）是不知道的。我们不能在一个等式中求解两个未知数，有几个方法可以帮我们解决这个问题，其中的一个是 Lucas-Kanade 法。

**Lucas-Kanade方法**

现在我们要使用第二条假设，邻域内的所有点都有相似的运动。LucasKanade 法就是利用一个 3x3 邻域中的 9 个点具有相同运动的这一点。这样我们就可以找到$$ (f\_x, f\_y, f\_t) $$这 9 个点的光流方程，用它们组成一个具有两个未知数 9 个等式的方程组，这是一个约束条件过多的方程组。一个好的解决方法就是使用最小二乘拟合。下面就是求解结果：

[𝑢 𝑣]=[∑𝑖𝑓𝑥𝑖2∑𝑖𝑓𝑥𝑖𝑓𝑦𝑖 ∑𝑖𝑓𝑥𝑖𝑓𝑦𝑖∑𝑖𝑓𝑦𝑖2]−1[−∑𝑖𝑓𝑥𝑖𝑓𝑡𝑖 −∑𝑖𝑓𝑦𝑖𝑓𝑡𝑖]

（你会发现上边的逆矩阵与 Harris 角点检测器非常相似，这说明角点很适合被用来做跟踪） 从使用者的角度来看，想法很简单，我们去跟踪一些点，然后我们就会获得这些点的光流向量。但是还有一些问题。直到现在我们处理的都是很小的运动。如果有大的运动怎么办呢？图像金字塔。当我们进入金字塔时，小运动被移除，大运动变成小运动。因此，通过在那里应用Lucas-Kanade，我们就会得到尺度空间上的光流。

**Lucas-KanadeOpenCV中的Lucas-Kanade光流**

上述所有过程都被 OpenCV 打包成了一个函数cv2.calcOpticalFlowPyrLK()。现在我们使用这个函数创建一个小程序来跟踪视频中的一些点。我们使用函数 cv2.goodFeatureToTrack() 来确定要跟踪的点。我们首先在视频的第一帧图像中检测一些 Shi-Tomasi 角点，然后我们使用 LucasKanade 算法迭代跟踪这些角点。我们要给函数 cv2.calcOpticlaFlowPyrLK()传入前一帧图像和其中的点，以及下一帧图像。函数将返回带有状态数的点，如果状态数是 1，那说明在下一帧图像中找到了这个点（上一帧中角点），如果状态数是 0，就说明没有在下一帧图像中找到这个点。我们再把这些点作为参数传给函数，如此迭代下去实现跟踪。

**稀疏光流Lucas-Kanade Optical Flow**

* 函数原型：  
  nextPts, status, err = cv.calcOpticalFlowPyrLK( prevImg, nextImg, prevPts, nextPts[, status[, err[, winSize[, maxLevel[, criteria[, flags[, minEigThreshold]]]]]]] )
* prevImg：第一帧8bit灰度图像，或者是buildOpticalFlowPyramid创建的金字塔图像
* nextImg：第二帧8bit灰度图像，或者是与prevImg相同尺寸与类型的金字塔图像
* prevPts：光流法需要找到的二维点的vector。点坐标必须是单精度浮点数
* nextPts：包含输入特征在第二幅图像中计算出的新位置的二维点（单精度浮点坐标）的输出vector。当使用OPTFLOW\_USE\_INITIAL\_FLOW 标志时，nextPts的vector必须与input的大小相同
* status：输出状态vector，类型：unsigned chars；如果找到了对应特征的流，则将向量的每个元素设置为1，否则置0
* err：误差输出vector。vector的每个元素被设置为对应特征的误差，可以在flags参数中设置误差度量的类型；如果没有找到流，则未定义误差（使用status参数来查找此类情况）
* winSize：每级金字塔的搜索窗口大小
* maxLevel：最大金字塔层次数，如果设置为0，则不使用金字塔（单级）；如果设置为1，则使用两个级别，等等。如果金字塔被传递到input，那么算法使用的级别与金字塔同级别但不大于MaxLevel。
* criteria：指定迭代搜索算法的终止准则；在指定的最大迭代次数标准值criteria.maxCount之后，或者当搜索窗口移动小于criteria.epsilon
* flags：操作标志，可选参数：  
  OPTFLOW\_USE\_INITIAL\_FLOW：使用初始估计，存储在nextPts中；如果未设置标志，则将prevPts复制到nextPts并被视为初始估计。  
  OPTFLOW\_LK\_GET\_MIN\_EIGENVALS：使用最小本征值作为误差度量（见minEigThreshold描述）；如果未设置标志，则将原始周围的一小部分和移动的点之间的 L1 距离除以窗口中的像素数，作为误差度量
* minEigThreshold：算法所计算的光流方程的2x2标准矩阵的最小本征值（该矩阵称为[Bouguet00]中的空间梯度矩阵）÷ 窗口中的像素数。如果该值小于MinEigThreshold，则过滤掉相应的特征，相应的流也不进行处理。因此可以移除不好的点并提升性能。

## 实例1

|  |  |
| --- | --- |
|  | **import cv2 import numpy as np  cap = cv2.VideoCapture('../datas/slow.mp4') *# feature params* feature\_params = dict(  maxCorners=100,  qualityLevel=0.3,  minDistance=7,  blockSize=7 ) *# Parameters for lucas kanade optical flow* Ik\_params = dict(  winSize=(15,15),  maxLevel=2,  criteria=(cv2.TERM\_CRITERIA\_EPS|cv2.TERM\_CRITERIA\_COUNT,10,0.03) ) *# Create some random colors* color = np.random.randint(0,255,(100,3)) ret,old\_frame = cap.read() *# 读取一帧* old\_gray = cv2.cvtColor(old\_frame,cv2.COLOR\_BGR2GRAY) *# 转化为灰度图 # 使用Shi-tomas角点检测* p0 = cv2.goodFeaturesToTrack(old\_gray,mask=None,\*\*feature\_params) *# Create a mask image for drawing purposes* mask = np.zeros\_like(old\_frame)  *#* while True:  ret,frame = cap.read()  gray\_frame = cv2.cvtColor(frame,cv2.COLOR\_BGR2GRAY)  *# 计算光流* p1,st,err = cv2.calcOpticalFlowPyrLK(old\_gray,gray\_frame,p0,None,\*\*Ik\_params)  *# Select good points* good\_new = p1[st==1]  good\_old = p0[st==1]  *# draw the tracks* for i,(new,old) in enumerate(zip(good\_new,good\_old)):  a,b = new.ravel()  c,d = old.ravel()  mask = cv2.line(mask,(a,b),(c,d), color[i].tolist(),2)  frame = cv2.circle(frame,(a,b),5,color[i].tolist(),-1)  img = cv2.add(frame,mask)  cv2.imshow("result", img)  k = cv2.waitKey(30) & 0xff  if k==27:  break  old\_gray = gray\_frame.copy()  *# p0 = good\_new.reshape(-1, 1, 2)* p0 = p1 cv2.destroyAllWindows() cap.release()** |

### 效果：

|  |
| --- |
| image7 |

## OpenCV中的密集光流

Lucas-Kanade 法是计算稀疏特征集的光流（上面的例子使用Shi-Tomasi 算法检测角点）。OpenCV 还提供了一种计算稠密光流的方法，它会计算图像中的所有点的光流。这是基于 Gunner\_Farneback 的算法，2003年Gunner Farneback在“Two-Frame Motion Estimation Based on Polynomial Expansion”中对该算法进行了解释。 下面的例子就是使用上面的算法计算稠密光流。结果是一个带有光流向量（u，v）的双通道数组。通过计算我们能得到光流的大小和方向。我们使用颜色对结果进行编码以便于更好的观察。方向对应于 H（Hue）通道，大小对应于 V（Value）通道。

**稠密光流Dense Optical Flow**

CalcOpticalFlowFarneback()函数是利用用Gunnar Farneback的算法计算全局性的稠密光流算法（即图像上所有像素点的光流都计算出来），由于要计算图像上所有点的光流，故计算耗时，速度慢。

* 函数原型：flow = cv.calcOpticalFlowFarneback( prev, next, flow, pyr\_scale, levels, winsize, iterations, poly\_n, poly\_sigma, flags)，参数含义与上一函数类似。
* prev：第一帧单通道8bit灰度图像，
* next：第二帧8bit灰度图像，或者是与prev相同尺寸与类型的金字塔图像
* flow：输出的光流图像，与prev图像尺寸相同，类型是CV\_32FC2.
* pyr\_scale：上下两层金字塔图像的尺寸比例， pyr\_scale=0.5，表示每层减小一半
* levels：金字塔层数，包括初始图像； levels=1 表示不产生金字塔图像，只有原始图像
* winsize：均值窗口大小，越大越能denoise并且能够检测快速移动目标，但会引起模糊运动区域
* iterations：每层金字塔的迭代次数
* poly\_n：像素邻域大小，一般为5，7等，较大的值意味着图像将以更平滑的表面进行近似处理产生更粗犷的算法和更模糊的运动场
* poly\_sigma：高斯标注差，一般为1-1.5，or poly\_n=5, you can set poly\_sigma=1.1, for poly\_n=7, a good value would be poly\_sigma=1.5.
* flags：计算方法。主要包括OPTFLOW\_USE\_INITIAL\_FLOW和OPTFLOW\_FARNEBACK\_GAUSSIAN

## 实例2

|  |  |
| --- | --- |
|  | **import cv2 import numpy as np  cap = cv2.VideoCapture('../datas/vtest.avi') ret,frame1 = cap.read() prvs = cv2.cvtColor(frame1,cv2.COLOR\_BGR2GRAY) hsv = np.zeros\_like(frame1) hsv[...,1] = 255 while True:  ret,frame2 = cap.read()  next =cv2.cvtColor(frame2,cv2.COLOR\_BGR2GRAY)  *# 计算光流* flow = cv2.calcOpticalFlowFarneback(prvs,next,None,0.5,3,15,  3,5,1.2,0)  mag,ang = cv2.cartToPolar(flow[...,0],flow[...,1])  hsv[...,0] = ang\*180/np.pi/2  hsv[...,2] = cv2.normalize(mag,None,0,255,cv2.NORM\_MINMAX)  bgr = cv2.cvtColor(hsv,cv2.COLOR\_HSV2BGR)  cv2.imshow('frame2', bgr)  k = cv2.waitKey(30) & 0xff  if k==27:  break  elif k == ord('s'):  cv2.imwrite('opticalfb.png', frame2)  cv2.imwrite('opticalhsv.png', bgr)  prvs = next  cap.release() cv2.destroyAllWindows()** |

### 效果：上面的是某一个帧，下面的是光流效果

|  |
| --- |
| image8 |